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Abstract—The ellipsis of the syntactic structure is a common phenomenon in ordinary textual documents. Existing studies have found

that despite syntactic ellipsis could help avoid repetition of normative documents, it could also, for example, lead to ambiguity and

hamper the understandability of document contents. As a fundamental component of software, code comments are generally written by

developers in a non-structured way just like normative documents. This naturally inspires us to explore whether syntactic ellipsis is also

a common phenomenon in code comments and what potential negative effects would such ellipsis have on software tasks such as

code/comments comprehension activities. Such explorations, in our opinion, are expected to facilitate the research on code comments

and comments-related software tasks. To this end, we conduct the first large-scale study to explore the syntactic structure ellipsis

problem of code comments, with a focus on Java inline comments. Specifically, we construct a data set of 1,000 Java projects with

1,307,457 inline comments and associated codes. Based on this data set, we first study the prevalence of syntactic structure ellipsis in

inline comments. We find that syntactic structure ellipsis is quite common in inline comments where 83.6% comments have structure

ellipsis (such as subject/predicate omissions). Then, we investigate the effects of syntactic structure ellipsis on code/comment

understanding activities. As a result, we find that there indeed exists a negative relationship between them, with a medium effect size.

Based on these findings, we further propose neural network based approaches to complete the ellipsis parts for the inline comments.

With our approach, we could achieve: 1) a medium improvement in assisting code/comment understanding activities, and 2) a

substantial improvement of 11.3% in comment-assisted code abbreviation extension task.

Index Terms—Inline comments, syntactic structure, ellipsis analysis, ellipsis completion

Ç

1 INTRODUCTION

THE ellipsis of syntactic structure (such as noun/verb
phase ellipsis) is a common phenomenon in linguistics

and natural language processing textual documents [1].
Although such ellipsis could help avoid repetition and high-
light important information, it could also lead to textual
ambiguity and greatly hamper the understandability of the
document contents [2], [3], [4], [5], [6], [7]. In the natural lan-
guage processing area, the documents (or some parts of
them) are written in a more colloquial, unstructured, and
casualway, hencewithmore syntactic structure ellipsis being
observed. A large amount of syntactic structure ellipsis not
only brings great challenges to syntactic analysis tasks [8],
[9], [10], but also brings potential threats to the tasks that rely

on text comprehension (such as information retrieval tasks
and translation tasks) [9]. To alleviate the potential problems
brought by syntactic structure ellipsis, researchers have done
much work around ellipsis analysis (mainly on noun/verb
phrase ellipsis) and recovery [8], [9], [11], [12], [13], [14], [15].

As a fundamental component of software documentation
[16], code comments are always essential for software compre-
hension and maintenance [17], [18], [19]. Unfortunately, com-
ments are generally written by developers in a non-structured
way just like the ordinary documents in nature language proc-
essing area. This indicates it is very likely that code comments
may also have similar syntactic structure ellipsis problems as
that of ordinal textual documents. However, despite previous
studies have performed some analyses on syntax of comments,
almost none of them, precisely targets the syntactic structure
ellipsis problem and its potential effects on code/comment
related software tasks. This naturally inspires us to explore: 1)
whether syntactic structure ellipsis is also a commonphenome-
non in code comments and what types of syntactic structure
ellipsis might be found in code comments; 2) what potential
impactswould this ellipsis has on code/comment-related tasks
such as code/comments comprehension activities; and (3) how
to avoid relevant potential negative impacts. Such explorations,
in our opinion, are expected to facilitate the research on code/
comments related software tasks such as code understanding/
maintenance [17], [20], [21], [22], [23], [24], [25], code abbrevia-
tion extension [26], [27], [28], [29], [30], bug detection [31], [32],
[33], and comments transfer [34].

To this end, in this paper we take the first step to conduct a
large-scale study to explore the syntactic structure ellipsis prob-
lems of Java inline comments. Unlike Javadoc comments
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particularly written to describe the method on the whole and
generally follow a standard writing format, inline comments
usually focus on describing certain statementswithin amethod
(such as describe variables, explain statements, or debug) and
are written in a more casual way. In other words, developers
could write inline comments in any free style as they like [35].
Some may even not or just simply write very short or fragile
comments due to release pressure [36]. This would generate
many inline comments with syntactic structure ellipsis. How
would such ellipsis affect code/comment comprehension tasks
directly inspired us to do our investigations in our study.

Our mainly work is as follows.
First, we collect the 1,000 most popular Java projects on

GitHub. Then, we link inline comments with their associ-
ated code, so that it is possible to analyze how the syntactic
structure ellipsis of inline comments would affect the
understandability of inline comments and the correspond-
ing code. To this end, we propose heuristic rules to obtain
such a data set of 1,307,457 pairs of <Inline Comment,

Code>, together with manual check for guaranteeing the
linking quality. This is the first large-scale data set of inline
comments and their corresponding code. Based on this data
set, we analyze the syntactic ellipsis in inline comments and
mine the types of syntactic structures presented in inline
comments, which mainly include subject structure, predi-
cate structure, and object structure ellipsis in our classifica-
tion. Our statistical results show that syntactic structure
ellipsis is quite common in inline comments, and 83.6% of
inline comments do have syntactic structure ellipsis. Then,
we analyze the impact of syntactic ellipsis on comment-
assist code understanding activities. Our results show that
for comment-assist code understanding activities, inline
comments without syntactic ellipsis are superior (with a
medium effect size) to inline comments with syntactic ellip-
sis from the perspective of developers.

Based on the above-mentioned findings, we propose to
automatically complete the ellipsis of syntactic structure of
inline comments based on neural networks. For the comple-
tion of syntactic structure ellipsis task, our method could
achieve a precision of 65.3%. To better understand the poten-
tial of our approach, we further conduct two kinds of evalua-
tions: how helpful such completions are in facilitating code/
comment understanding task, and whether the completion of
structure ellipsis will improve the code abbreviation exten-
sion task. More specifically, for code/comment understand-
ing task, we conduct a user questionnaire experiment by
randomly sampling code-comment instances and ask partici-
pants to rate which code-comment (with or without syntactic
ellipsis completion) is more understandable. For code abbre-
viation expansion task, we investigate whether our approach
would enhance the performance of the common technique in
expanding code abbreviations. Our experimental results
show that after completion: 1) there is a medium improve-
ment for the work of assisting code/comment understanding
activities; and 2) there is a 11.3% improvement for the work of
comment-assisted code abbreviation extension.

Our major contributions are as follows:

1) We are the first to conduct a large-scale empirical
study on the syntactic structure ellipsis problems of
inline comments.

2) We analyze the prevalence, types, and potential
impacts on code-comment related software tasks of
syntactic structure ellipsis of more than one million
(1,307,457) inline comments.

3) We examine to what extent we can complete the syn-
tactic structure ellipsis of inline comments, and eval-
uate the applicability of our completion from the
understandability improvement of inline comments
and codes, and the usefulness in comment-based
code abbreviation expansion task.

4) We build and public the first large data set of inline
comments and their corresponding code. The data
set1 can be used for replication and further research.

The rest of this paper is organized as follows. Section 2
introduces concept of syntactic structure ellipsis and gives
several examples. Section 3 describes the experiment setup
of our work. Section 4 presents the details of the empirical
analysis results. Section 5 shows the results of the comple-
tion model and the corresponding evaluation work.
Section 6 discusses the implications and possible threats of
this work. Section 7 illustrates the related work on code
comments. Finally, Section 8 provides conclusions.

2 BACKGROUND

In this section, we introduce the concept of syntactic struc-
ture ellipsis and give several examples that illustrate the
absence or not of such ellipsis.

Ellipsis Definition. A complete English sentence generally
has a certain structure as shown in the following expres-
sions (1) and (2); and we call the absence of any part of the
syntactic structure Ellipsis. Specifically, for a given English
sentence St, the syntactic structure of St may consist of sub-
ject (Sub), predicate (Pre), object (Obj), and sentential com-
plements (Cl), with Obj being divided into direct object
(D-Obj) and indirect object (I-Obj). Sub is the person, place,
or thing that is performing the action. Pre expresses action
within the sentence. D-Obj receives the action, while I-Obj
indicates to whom or for whom the action is being done. Cl
either renames or describes the subject or object.

St ! Sub & Pre & Obj

Sub & Pre & Obj & Cl

�
(1)

Obj ! D-Obj

I-Obj:

�
(2)

In this paper, we mainly consider three types of ellipsis that
may appear in code comments, i.e., the ellipsis of subject,
predicate, and object structure. The reason for choosing these
three types of ellipsis is that subject, predicate, and object
structure are the basic and core components of a sentence [1],
[37]. Their ellipsis may directly affect the understandability of
sentence and pose potential threats to text-related tasks [8],
[10], [12], [14], [38]. Through our observation, we find that
syntactic structure ellipsis is not rare in code comments, and
such ellipsis to a certain extent hampers the readability and
understandability of those comments as well as related code.
The following examples illustrate the possible ellipsis of Sub,
Pre, and Obj within a comment. These examples are all from

1 https://github.com/Sherww/CC-SSE
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real-world software projects, which also help us understand
the possible negative effects of different ellipsis in software
development practice.

Fig. 1 is an example of subject ellipsis from the hbase
project. The inline comment in Fig. 1a on the first line lacks
the subject. By only reading the comment, developers may
encounter problems in finding the main object of the code.
As a result, they may have to read the code itself to find the
answer. If we can provide the comment (shown in Fig. 1b)
which contains the corresponding subject structure (i.e.,
“Authorization header”), developers may quickly grasp the
intent of the code.

Fig. 2 is an example of predicate ellipsis from the hiber-
nate-orm project. The inline comment in Fig. 2a lacks the
predicate, i.e., the action words (usually composed of verbs).
Since a predicate is a conjunction of subject and object, predi-
cate ellipsis would make it more difficult to understand the
comment and hence more time is required to understand the
code. If we can complete the predicate part (i.e., “can sub-
mit”) as shown in Fig. 2b, developers may easily understand
the codewithout even reading it.

Fig. 3 is an example of object ellipsis from the Hadoop
project. The inline comment in Fig. 3a lacks the object struc-
ture while the one in Fig. 3b completes the object (“a
warning”). It is not hard to figure out that the completed
comment in Fig. 3b has a better readability and better
describes the associated code.

We conclude from the examples that inline comments
with syntactic structure ellipsis may have potential negative
effect on code/comment-related tasks such as code/com-
ments comprehension activities. Consequently, it is impor-
tant to investigate whether syntactic structure ellipsis is a
common phenomenon in code comments, what potential
impacts would this ellipsis have, and how to avoid it.

3 EXPERIMENT SETUP

The goal of our study is to explore the ellipsis of syntactic
structure in code comments, and try to build models to
improve comments and facilitate code/comment-related
tasks (such as code/comment understanding and code
abbreviation extension). Thus, our study mainly includes
two parts, the empirical analysis of syntactic structure ellip-
sis and the automated completion of such ellipsis. Fig. 4
shows the framework of our work.

In the empirical analysis part, we mainly attempt to
explore the following questions:

� RQ1: What is the prevalence of syntactic structure
ellipsis in inline comments?

� RQ2: What potential impacts do syntactic structure
ellipsis have on code/comment-related software
tasks?

RQ1 investigates the prevalence of syntactic structure
ellipsis, i.e., whether (and the frequency of) syntactic struc-
ture ellipsis exists in inline comments. RQ2 investigates the
influence of syntactic structure ellipsis, i.e., may uncover
the potential impacts of syntactic structure ellipsis in soft-
ware tasks such as code understanding activities.

In the ellipsis completion & evaluation part, if we could
conclude from RQ1 that ellipsis is common in inline

Fig. 1. A piece of code and its inline comments from hbase2 project.

Fig. 2. A piece of code and its inline comments from hibernate-orm3

project.

Fig. 3. A piece of code and its inline comments from hadoop4 project.

2 https://github.com/apache/hbase
3 https://github.com/hibernate/hibernate-orm 4 https://github.com/apache/hadoop
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comments, and RQ2 that the ellipsis of inline comments could
cause negative impacts on code/comment-related software
tasks, we further attempt to explore the following questions:

� RQ3: To what extent can we automatically complete
the ellipsis of syntactic structure?

� RQ4: How helpful such completions are in code/
comment understanding activities? How helpful
such completions are in the comment-assisted abbre-
viation extension task?

RQ3 investigates the performance (e.g., precision and
recall) of the proposed model to predict the ellipsis struc-
tures. RQ4 investigates the applicability of inline comments
after syntactic structure ellipsis completion.

3.1 Empirical Analysis of Syntactic Structure Ellipsis

To answer RQ1, we first construct a data set for experimen-
tal analysis, which is composed of inline comments and cor-
responding code. Then, with this data set, we analysis the
prevalence, types, and patterns of the syntactic structure
ellipsis of inline comments. To answer RQ2, we carry out a
manual inspection.

3.1.1 Data Set Construction

There is currently no data set of inline comments and their
corresponding code for empirical analysis of structure ellip-
sis yet. Hence, we construct such a data set for later analysis.
We select the most popular 1,000 Java projects on GitHub as
the experimental projects. For these projects, we first use the
Java development tools (JDT)5 and heuristic association
rules proposed in [39] to obtain the inline comments and

code pairs. Then, we apply data cleaning to these code-com-
ment pairs to get the final data set for analysis. The cleaning
includes two steps. At the first step, we adopt an existing
comment classification strategy [40] to obtain comments
that describe and interpret code. At the second step, we fur-
ther clean data based on the length distribution of inline
comments. The data set construction details are as follows.

Selection of Experimental Projects. In this study, we con-
sider Java projects meeting the following criteria from
GitHub as the potential experimental projects.

1) Projects with great popularity. Popular projects are
generally actively developed and are likely to con-
tain more inline comments. Following [19], [41],
[42], we use the Stars number to measure the pop-
ularity of a project on GitHub. We rank Java proj-
ects based on Star numbers, and select the top-
ranked 1,000 projects with most stars as experi-
mental projects.

2) English commented projects. We only consider proj-
ects with comments written in English. We first check
if the comment can be encoded by ASCII. Then we
calculate the percentage of comments that are all
ASCII encoded in a project. If the percentage exceeds
90%, it will be considered as an English-commented
project. Otherwise it will be considered as a non-
English project and hence is removed.

3) Non-toy typical software development projects.
These projects aremainly software development proj-
ects rather than for example documentation or experi-
mental/test projects. We take a two-step method to
filter out toy projects. First, we use heuristic patterns
to identify potential toy projects, by checkingwhether

Fig. 4. The framework of syntactic structure ellipsis analysis and completion on inline comments.

5. https://www.eclipse.org/jdt/

2288 IEEE TRANSACTIONS ON SOFTWARE ENGINEERING, VOL. 49, NO. 4, APRIL 2023

Authorized licensed use limited to: NANJING UNIVERSITY OF AERONAUTICS AND ASTRONAUTICS. Downloaded on June 21,2023 at 02:48:09 UTC from IEEE Xplore.  Restrictions apply. 

https://www.eclipse.org/jdt/


their readme files contain keywords such as “toy”,
“test”, “experiment”, “ learn”, and “ exercises”. Then,
for each obtained project, we manually check its
readme file and code base, and determine whether it
is a toy project or not. The first three authors are
involved in the checking process.

Among the projects meeting above the criteria, we
choose 1,000 projects (i.e., with most stars) as our experi-
mental projects. The statistics for the data set are shown in
Table 1. The average star number is 4,115 and the average
commits number is 3,243, which indicates that projects are
being actively developed [43]. As can be seen, 10.5%
(599; 233=5; 702; 126) of methods contain inline comments.
In addition, there are only 2.3% (132; 896=5; 702; 126) meth-
ods that include both Javadoc and inline comments. That is,
in 8.2% of the methods, developers can only use inline com-
ments to conduct code understanding activities, thus it is
meaningful to explore the syntactic structure ellipsis of
inline comments in our opinion.

<InlineComment, Code> Pairs Retrieval. After obtain-
ing experimental projects, our next step is to retrieve inline
comments as well as their associated commented code, i.e.,
<Inline Comment, Code> pairs for analysis. Specifically,
for each ”. java ” file, we use the JDT tool to extract inline
comments, including line comments “//...” and block com-
ments “/ *...*/”. Then, we take two steps to extract the cor-
responding code blocks for these inline comments.

At the first step, we merge consecutive multi-line com-
ments into a single comment as they actually belong to the
same relatively-large comment. We will take the merge
actions under two situations: (1) the inline comment is com-
posed of consecutive line comments and there is no empty
line among them; (2) the inline comment is not composed of
consecutive line comments, but the corresponding code
consist of multiple lines of single line code. For example, in
Fig. 5, lines 36-37 would be merged into one comment
according to situation (1), since no empty line exists
between lines 36-37; and the obtained merged comment
would be further merged with lines 38-39 to form a final
comment according to situation (2), since line 38 is empty
and the corresponding code consists of multiple lines of sin-
gle line code (40-41).

Our second step is to determine the code associated with
the inline comments. Based on the work [39] that roughly
identify the related code for both inline comments and Java-
Doc, we propose the following heuristic rules that can help

us more accurately determine the scope of code correspond-
ing to inline comments:

1) If a comment is on the same line as the code (e.g., a sim-
ple variable declaration code statement), then the code
is selected as the corresponding code for the comment.

2) If a comment is written before a block of code, usu-
ally marked with a left parenthesis (e.g., the if {...}
statement block), then this block of code is consid-
ered as the code corresponding to the comment.

3) If comments are on different lines, then all code
statements (i.e., single line statements or code blocks
before reaching a blank line or a next comment) at
the same level with the comments are chosen as the
associated code.

4) If a comment matches none of the above three heu-
ristic rules (e.g., a comment is written on the last line
of a code block.), then this inline comment would be
ignored.

By applying the heuristic rules above, we get 1,307,457
pairs of <InlineComment, Code> from 1,000 projects.

To evaluate the accuracy of our heuristic rules, we conduct
a manual inspection of the data pairs of <InlineComment,

Code>. Specifically, following the sampling strategy in [40],
[44], [45], we first randomly select 385 methods containing
inline comments (646 inline comments in total) from 599,233
methods, with a confidence level of 95% and a sampling error
range of�5%.7 Then, for each inline comment, one Ph.D., one
Ph.D. candidate, and one graduate student (non-author pro-
grammer) manually mark the corresponding code indepen-
dently. They are of 2-3-year experience in developing Java
projects, and have no problem in reading English books
and even communicating with English native speakers. After
that, they check the results and solve inconsistency by discus-
sing until a consensus was achieved. The manual marked
<InlineComment, Code> pairs are then taken as the
ground truth to check the accuracy of our proposed heuristic
rules. We find that, among 646 inline comments, our rules
could retrieve the associated code for 611 inline comments.
Hence, the accuracy of our heuristic rules is about 95%
(ð611Þ=646), which to some extent verifies the effectiveness of
these rules.

TABLE 1
Basic Statistics of 1,000 Selected Java Projects

Attributes Total Number Mean Number

Java files 550,107 550
Methods 5,702,126 5,702
Methods (Javadoc) 1,437,221 1,437
Methods (inline) 599,233 599
Methods (both) 132,896 133
Stars 4,114,901 4,115

1Methods : total methods of all projects.
2Methods (Javadoc) :methods that contain Javadoc.
3Methods (inline) : methods that contain inline comments.
4Methods (both) : methods that both contain Javadoc and inline comments. Fig. 5. A piece of code and its inline comments from RGBLuminance-

Source.java of Zxing6 project.

6 https://github.com/zxing/zxing/
7 https://www.calculator.net/
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<InlineComment, Code> Pairs Filtering. Since our
work is on the basis of comments that describe and interpret
the code, we further remove non-English inline comments
and noisy inline comments such as those that describe the
debugging procedures, or just express the current mood of
developers. To this end, we refer to the comments classifica-
tion work of Pascarella and Bacchelli [40]. As shown in
Table 2, in their work, comments are categorized into six
categories and sixteen subcategories.

In this study, we keep six subcategories of two categories,
i.e., Purpose and Notice, which describe and interpret the code
and are shown in rows 2-7 in Table 2.We remove the rest four
categories (as shown in rows 8-19 in Table 2) due to the fol-
lowing reasons: (1) the category of Under development has a
weak correlation with the current code, such as an empty
body of a comment; (2) the category ofDiscarded is difficult to
understand ormeaningless, such as commentswith poor con-
tent; and (3) the categories of Style & IDE andMetadata are not
helpful in assisting code understanding, such as comments
composed of repeated symbols. In addition, we also remove
non-English comments (this step was carried out before clas-
sification in thework of Pascarella and Bacchelli [40]).

In this study, we mainly use the following heuristics
to remove comments belonging to the above-mentioned
categories.

� Under Development. (1) Todo. Comments that contain
keywords such as ”Todo”, ”Fixme” are removed; (2)
Incomplete (aka. Empty). Comments without content
(e.g., // .) are removed; and (3) Commented code.
Comments that contain source code are removed.

� Discarded. Comments that contain keywords such as
”Nothing”, and ”Ignore” are removed.

� Style & IDE. Comments that contain keywords such
as ”NON-NLS”, and ”ASCII” are removed.

� Metadata. Comments that contain keywords such as
”https://”, and ”http://” are removed.

� Non-English. Comments that are written in non-
English are removed by checking if the comment can

only be encoded using ASCII characters. Comments
that cannot be encoded are removed because they
contain characters from other alphabet.

After filtering, the inline comments that describe and
interpret the code can be obtained. We further conduct a sta-
tistical analysis of the length (i.e., number of words) distri-
bution of those inline comments. We find that the 1st
quartile, median, and 3rd quartile values of the comment
lengths are 2, 7, and 10, respectively. In our study, we
remove inline comments which are too short (length <= 2)
for typical-inline-comment analysis; and obtain a data set
which includes 722,348 <InlineComment, Code> pairs.

Table 3 presents the basic statistics over the final data set.
In Table 3, the length statistics for the comments and corre-
sponding code (including minimum, 1st quartile, median,
3rd quartile, and maximum values) are calculated. We fur-
ther divide these inline comments into six types according
to Java documentation,8 namely LineComment, SameLine-
Comment, UnionLineComment, SameUnionLineComment,
BlockComment, and SameBlockComment; and calculate
these length statistics for each type of inline comments as
well as their corresponding code. From the table, we can
find that:

� Most inline comments are relatively short. Themedian
value of the length of comments is 7, and 75% of com-
ments have a length <¼ 12words.

� Developers tend write inline comments directly
above the corresponding code. This is indicated by
the result that LineComment accounts for the largest
amount (55,355/722,348 = 76.6%) among six different
inline comment types.

3.1.2 Ellipsis Analysis

After data collection, we first analyze the prevalence of
ellipsis to motivate our research, and then explore the
impacts of ellipsis on code understandability.

Prevalence Analysis of Syntactic Structure Ellipsis. To ana-
lyze the syntactic structural components of sentences in
inline comments, we use the Stanford Parser tool.9 Fig. 6
shows an example of individual components for an inline
comment sentence, including noun phrase (NP), verb
phrase (VP), and so on. Based on this, we analyze three
types of syntactic structure ellipsis in inline comments,
namely subject structure ellipsis, predicate structure ellip-
sis, and object structure ellipsis. Then, we explore how prev-
alent the three types of syntactic structure ellipsis are in
different code structures.

Since comments are closely related to the code they
describe or interpret, to have a better understanding of the
structural ellipsis of inline comments, we also take code
structures into account during type analysis to explore their
differences in ellipsis. Following [34], we consider four
kinds of code structures, including individual code state-
ment and three types of code blocks (namely, If-Else Branch,
For-While Loop, and Try-Throw Exception).

Impact of Syntactic Structure Ellipsis Code Understandability.
After analyzing the prevalence of different types of

TABLE 2
Six Categories and Sixteen Subcategories of

Comments Proposed in [40]

8. https://docs.oracle.com/javase/tutorial/java/annotations
9. https://nlp.stanford.edu/software/lex-parser.shtml
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syntactic structure ellipsis, we explore whether such ellipsis
would affect code understanding activities. We perform a
manual check to evaluate the impact of syntactic ellipsis of
inline comments on code understanding. As a supplement,
we also explore the impact of syntactic ellipsis on comment
readability based on several readability metrics10 in the
appendix part, which can be found on the Computer Society
Digital Library at http://doi.ieeecomputersociety.org/
10.1109/TSE.2022.3216279.

We perform impact analysis with the help of two statisti-
cal approaches, namely Mann-Whitney U test [46] and
Cliff’s delta [47]. Mann-Whitney U test [46] is used to deter-
mine whether there is a statistically significant difference. A
significance threshold is set at 0.05 (p-value < 0:05 indi-
cates a statistically significant difference). Following [44],
[48], [49], we use Cliff’s delta [47] to measure the effect
size d of the difference. jdj < 0:147 indicates a negligible dif-
ference, 0:147 � jdj < 0:330 indicates a small difference,
0:330 � jdj < 0:474 indicates a medium difference, and
0:474 � jdj indicates a large difference.

Impact Analysis by Manual Inspection. Given that the role
of comments studied in this paper is to describe/interpret
code, we want to know how syntactic structure ellipsis of
inline comments affects code understanding activities. To
this end, we conduct a manual inspection to explore the dif-
ferences in understanding activities when inline comments
are combined with code. Specifically, we manually review
the sampled <InlineComment, Code> pairs of the
above-mentioned code structures with/without syntactic
structure ellipsis. We only sample from those pairs with
code having 42-91 words (median and 3rd quartile values,
respectively) and comment having 7-12 words (median and
3rd quartile values) based on our observations of comment-

code data. The reasons why we adopt such a sampling strat-
egy are as follows: (1) too short code snippets may be easy
to understand even without comment, while too long code
snippets may be too difficult to understand; (2) too short
comments may be relatively easy to understand and may
not be precise enough to describe the code, while too long
comments may be more likely to have no ellipsis of syntac-
tic structure. The number of samples for each code structure
is proportional to their total numbers in all inline comments.

Followed the sampling strategy in [40], [44], [45], we ran-
domly select 384 <InlineComment, Code> pairs with
syntactic structure ellipsis and 384 pairs without syntactic
structure ellipsis, with a confidence level of 95% and a sam-
pling error range of �5%, respectively. The 768 (384+384)
pairs are randomly ordered (to avoid personal bias) for
manual inspection. One Ph.D., one Ph.D. candidate, and
one graduate student (non-author programmer) participate

TABLE 3
The Overall Length Distribution of Different Types of Inline Comments

Comment Types Min 1st Quartile Median 3rd Quartile Max Numbers

Length of words All Comments 3 5 7 12 402 722,348
Corresponding Code 1 18 42 91 31,721 722,348

Length of words

LineComment 3 5 7 11 402 550,355
Corresponding Code 1 20 45 93 31,721 550,355
SameLineComment 3 5 7 11 402 55,215
Corresponding Code 1 18 42 90 31,721 55,215
UnionLineComment 3 5 7 12 402 87,517
Corresponding Code 1 18 42 91 31,721 87,517
SameUnionLineComment 3 5 7 12 402 1,373
Corresponding Code 1 18 42 91 31,721 1,373
BlockComment 3 5 7 12 402 23,032
Corresponding Code 1 18 43 91 31,721 23,032
SameBlockComment 3 5 7 12 402 4,856
Corresponding Code 1 18 42 91 31,721 4,856
Total - - - - - 722,348

1Corresponding Code : code that corresponding to inline comment.
2LineComment : single line comment that is directly written above the code.
3SameLineComment : LineComment that is written with the code in same line.
4UnionLineComment : comment that consists of multiple lines of comments.
5SameUnionLineComment : UnionLineComment that is written in same line.
6BlockComment : comment that is written with the form of “/ *...*/”.
7SameBlockComment : BlockComment that is written in same line.

Fig. 6. The parser tree of an inline comment analyzed by using the Stan-
ford parser.10. https://en.wikipedia.org/wiki/Readability
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in checking these pairs, with none knowing in advance
whether the comment contains a syntactic structure ellipsis
or not. These three participants are of 2-3-year experience in
developing Java projects, and they have no problem in read-
ing English books and even communicating with English
native speakers. This largely helps guarantee the quality of
our user evaluation.

We use a cross-validation method, and assign each
<InlineComment, Code> pair to these three people.
When divergence arises, they resolve it through open discus-
sion. If the discussion fails to reach an agreement, the pair
will be discarded, and a new pair will be re-selected to be
analyzed so that the number of samples remains the same. In
the review process, the five-point Likert scale [50] is used. 1,
2, 3, 4, and 5 represent the degree to which it helps under-
stand the code, i.e., completely unable (1), basically unable
(2), partially helpful (3), helpful (4), and very helpful (5).

Once 768 pairs of data have been scored. We re-separate
the data into two groups with and without syntactic struc-
ture ellipsis. Then, we perform a statistical analysis to calcu-
late the minimum, 1st quartile, median, 3rd quartile, and
maximum values of scores for these two groups, respec-
tively. After that, we use Mann-Whitney U test [46] and
Cliff’s delta [47] to check the difference between the two
groups in terms of the above-mentioned statistical values.
By analyzing the Likert options and statistical results could
help us gain a deeper understanding of how the structure
ellipsis of inline comments affects code understanding
activities.

3.2 Completion of Ellipsis

In order to minimize the negative effect caused by syntactic
structure ellipsis of inline comments on code/comment-
related software tasks, we develop a technique to help auto-
matically complete those inline comments with syntactic
structure ellipsis.

Specifically, to answer RQ3, we first create a data set for
model building. Then, we build three neural network model
on the data set to predict the syntactic structure ellipsis in
the word level, namely LSTM, Transformer, and Code-
BERT. To answer RQ4, we not only conduct a user study,
but also conduct an experiment to explore the impact of
inline comments that before and after ellipsis completion on
code abbreviation extension task.

3.2.1 Data Set Construction

In this study, we take the following steps to obtain such a
data set. First, we obtain all inline comments with no syntac-
tic structures ellipsis, the subject/predicate/object of them
is used as the ground truth for model training and predic-
tion; and remove comments whose subjects/objects are per-
sonal/demonstrative pronouns such as “We”, and “It”, as
personal/demonstrative pronouns have low relevance to
code and rarely provide information to describe the code.

After that, we create three data sets to build models that
aim to predict the exact missing subject/predicate/object
structure in inline comments. Finally, we randomly
divided the data set into training set, validation set, and
testing set according to 8:1:1. The subject/predicate/object
structure in the train set and the valid set is used as the

ground truth for model training. The subject/predicate/
object structure in the test set is masked to test the comple-
tion model. In addition, following [51], the duplicate data
are removed.

3.2.2 Model Training & Prediction

We train three models, namely LSTM, Transformer, and
CodeBERT: each of them contains three parts, one for Sub-
ject Ellipsis prediction, one for Predicate Ellipsis predication,
and another for Object Ellipsis prediction. The input of mod-
els is the inline comments with syntactic structure ellipsis
and its corresponding code. The output of models is the
inline comments after syntactic structure completion at the
word level. During model training and prediction, all
parameters use the default values by Transformers11 and
Keras12 (The following introduction of each model presents
the concrete parameter configurations).

LSTM. We use a five-layer sequential model combined
with LSTM (implemented by Keras). As a special recursive
neural network (RNN), LSTM [52] could well solve the gra-
dient vanish and gradient explosion problems, and could
better handle long-distance dependence. The five layers of
our model are the Embedding layer (to vectormize the input
code and comment), the Dropout layer (to prevent the prob-
lem of overfitting and improve the generalization ability of
the model), the Softmax layer (to define the activation func-
tion), and two LSTM layers (to retrieve higher-level seman-
tic features). The detailed parameters of LSTM are: number
of embedding layers = 10, hidden size = 128, batch size = 32,
dropout = 0.2, optimizer = Adam optimizer.

Transformer. A Transformer model [53] is based solely on
attention mechanisms, dispensing with recurrence and con-
volutions entirely. Unlike LSTM, transformers process the
entire input all at once which allows for more parallelization
and reduces training times. We use the following parameter
settings during model training: number of layers = 6, num-
ber of heads = 8, hidden size = 512, batch size = 64, beam
size = 3, initial learning rate = 0.0001, dropout = 0.1, max
length of input = 128, max length of ellipsis = 16, optimizer
= Adam optimizer.

CodeBERT. A CodeBERT model [54] is a bimodal pre-
trained model for programming language (such as Java and
Python) and natural language, which is with transformer-
based neural architecture. The detailed parameter settings
for training a CodeBERT model are: batch size = 64, beam
size = 5, learning rate = 5e-5, max length of input = 128, max
length of ellipsis = 16, optimizer = Adam optimizer.

The model training and prediction were conducted on a
machine with Nvidia GTX 1080 GPU, Intel(R) Core(TM) i7-
6700 CPU, and 16 GB RAM. The operating system is Ubuntu.

3.2.3 Evaluation on Models

After we obtain the ellipsis completion models, we use three
traditional metrics to evaluate the performance of the
model, namely Precision, Recall, and F1-score. We regard
ellipsis completion as a multiple classification task and use

11. https://github.com/huggingface/transformers
12. https://keras.io/guides/
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sklearn13 to calculate these metrics (with macro-average).
Specifically, for a pair of <InlineComment, Code>, the
masked subjects/predicates/objects from comment without
ellipsis in the test set are truly class labels (ground truth);
while the subjects/predicates/objects generated by our
models are predicted class labels. We first calculate the
precisioni and recalli for each class following (3) and (4).
Then, we calculate the average of the sum of Precisionma

and Recallma following (5) and (6). The final formula for
macro-F1 is following (7). TP represents that the class labels
are correctly predicted, FP/FN means a negative/positive
class instance is predicted as a positive/negative one.

precisioni ¼ TPi

TPi þ FPi
(3)

recalli ¼ TPi

TPi þ FNi
(4)

Precisionma ¼
Pn

i¼1precisioni

n
(5)

Recallma ¼
Pn

i¼1recalli
n

(6)

F1ma ¼ 2� Precisionma �Recallma

Precisionma þRecallma
: (7)

3.2.4 Evaluation on Facilitating Code Understandability

In this section, we aim to explore whether ellipsis comple-
tion would help facilitate code understanding activities.
Considering that the goal of comments is mainly to help
developers understand code, hence, we design a user study
to check whether ellipsis completion of inline comments
would facilitate code understanding tasks. The details are
as follows.

Considering that it is impossible for us to manually check
all inline comments (due to its large number) after ellipsis
completion, we decide to analyze a sample set of them. By
following the sampling strategy in [40], [44], [45], we ran-
domly select 384 pairs of <InlineComment, Code> with
syntactic structure ellipsis. Such a sampling could let us
achieve a confidence level of 95%, with sampling error
within the range of � 5%.

Then, we conduct a user questionnaire experiment
(based on 384 pairs of data). Our potential experiment par-
ticipants are program developers. We send our question-
naire invitations to students (in the field of software
engineering) by email, we also asked our friends in the
industry to help broadcast our questionnaire to their friends
and colleagues who may be interested to participate in our
study. In the end, we have 32 responses from students (7)
and industry developers (25), all of whom have no problem
in reading English books and even communicating with
English native speakers. Our questionnaire includes both
demographic questions and ellipsis-related questions. The
demographic questions are mainly designed to understand
the background and experience of participants. Specifically,
we create 5 demographic questions that ask about partic-
ipants’ educational qualifications, experience with software
engineering and work, roles (e.g., development and testing),

and kinds of projects they work on (e.g., open-source and
closed-source projects). The ellipsis-related questions are
designed to validate the usefulness of comments before and
after ellipsis completion in code understanding activities.

We assign each participant 12 <InlineComment,

Code> pairs whose inline comment contains subject/predi-
cate/object structure ellipsis, along with 12 completed pairs
with predicted missing structures. They do not know in
advance whether the assigned inline comments have ellipsis
and whether the completion is correct or not. By using a
five-point Likert scale [50], they only need to rate the pairs
on how useful the inline comment is for understanding the
code, where 1, 2, 3, 4, and 5 indicate that the inline comment
completely unable, basically unable, partially helpful, help-
ful, and very helpful to understand the code. After we
obtain participants’ ratings, we perform a statistical analysis
to calculate the minimum, 1st quartile, median, 3rd quartile,
and maximum values of scores for comments with and
without ellipsis, respectively. The significant differences are
calculated with the help of the Mann-Whitney U test [46]
and Cliff’s delta [47].

3.2.5 Evaluation on Facilitating Code Abbreviation

Extension

Abbreviations (e.g., “str” for “string”) are common in
source code. Several studies have indicated that abbrevia-
tions may have a negative impact on software engineering
tasks [26], [27], [30], [55], such as program comprehension
and maintenance activities [26], [56]. The potential of com-
ments in assisting code abbreviation extension [29], [55],
[57], and the tendency of developers rarely write comments
in detail [35], [36], inspired us to explore whether the com-
ments after ellipsis completion could facilitate the code
abbreviation extension task in this section.

Specifically, we choose the state-of-the-art code abbrevia-
tion extension approach Linsen [29] that also use comments
as dictionary as our evaluation basis. We replicate Linsen
on comments before and after ellipsis completion. Linsen
uses dictionary-based and rule-based strategies to extend
abbreviations. Comparing the results could help us better
understand the usefulness of our completion approach in
improving code abbreviation extension, and could also help
us have a glimpse into application prospect of our approach
in automated software engineering tasks.

4 EXPERIMENTAL RESULTS OF EMPIRICAL

ANALYSIS

4.1 RQ1: Prevalence of Syntactic Structure Ellipsis

In total, we have 722,348 pairs of <InlineComment,

Code> to be analyzed. Among them, there are 603,912 com-
ments that have ellipsis. Table 4 shows the three ellipsis
types as well as their possible grammar patterns. In the
table, Columns 1-5 represents ellipsis type, the possible
grammar patterns for each type, the meaning of different
symbols used in each ellipsis type (columns 3-5), respec-
tively. Then we analyze the prevalence of ellipsis in differ-
ent code structures (e.g., If-Else Branch). Table 5 shows our
results. From the table, we have the following observations.13. https://scikit-learn.org/stable/modules/classes.html
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� Only 16.4% of inline comments contain all necessary syn-
tactic structures (i.e., including subject, predicate, and
object). This suggests that developers may not write
inline comments in detail during development and
maintenance process.

� The ellipsis of subject structure is more prevalent than the
other types of ellipsis, amounting to 42.5%. This indi-
cates that developers mostly use predicate and object
structures to write inline comments. In addition,
comments with predicate ellipsis take up only 8.3%
(the smallest ratio among the three types). This is in
line with our common sense, as predicate structure
connects the subject and the object structure and

people may not tend to ignore it in daily language
communications.

� All different code structures show that only a small part of
inline comments do not have syntactic structure ellipsis,
which ranges from 14.3% to 21.4%. Nevertheless, inline
comments of different code structures still show
some differences in syntactic structure ellipsis. Inline
comments of If-Else Branch structure show the least
ellipsis, with 21.4% of them containing all necessary
syntactic structures; while For-While Loop structure
and Code Statement show most subject ellipsis (with
49.3% and 45.8% respectively compared to the aver-
age of 42.5%).

Finding 1. On the whole, most (83.6%) inline comments
do have syntactic structure ellipsis. Subject ellipsis is the
most common (42.5%) in inline comments. A similar
phenomenon could also be observed in different code
structures.

4.2 RQ2: Potential Impacts of Structure Ellipsis on
Code Understandability

According to the method in Section 3.1.2, Fig. 7 present the
results of manual inspection. We can observe that:

� For code with comments having syntactic structure
ellipsis, the 1st quartile and 3rd quartile of the Likert
Scores are at 3 and 4, respectively, with a median
value of 3. This suggests that comments with ellipsis
can be partially helpful in code understanding.

� For code with comments having no syntactic struc-
ture ellipsis, the 1st quartile and 3rd quartile of the
Likert Scores are at 4 and 5, respectively, with a
median value of 4. This indicates that comments with-
out structure ellipsis are more helpful in code understand-
ing compared to that with ellipsis.

� For the statistical results, the p-value of the Mann-
Whitney U test between comments with and without
syntactic structure ellipsis is 2:6e�23 (<0.05), indicat-
ing a significant difference from the statistical per-
spective. The Cliff’s delta effective size is 0.39,
indicating that comments without ellipsis are more

TABLE 4
The Types of Syntactic Structure Ellipsis and the Meaning of Different Symbols in Each Ellipsis Type

Ellipsis Type Grammer Patterns Abbreviation Used Full Name Description

Ellipsis of Subject

hC; Ini ! OnlyContains VP In Inline Comment Comments inside a method
hC; Ini ! OnlyContains V&VP C Code Comments corresponding code
hC; Ini ! OnlyContains (V&VP) & FW NP Noun Phrase Noun-centered phrase
hC; Ini ! OnlyContains (V&VP) & FP

Ellipsis of Predicate

hC; Ini ! OnlyContains NP VP Verb Phrase Verb-centered phrase
hC; Ini ! OnlyContains FW V Verb Composed of some kind of action
hC; Ini ! OnlyContains FP FW Functional Words Composed of conjunction/
hC; Ini ! OnlyContains NP & FP adjective/adverb
hC; Ini ! OnlyContains NP & FW

Ellipsis of Object

hC; Ini ! OnlyContains NP &V FP Functional Phrase Composed of (preposition/
hC; Ini ! OnlyContains (NP &V) & FW adjective/adverb/
hC; Ini ! OnlyContains (NP &V) & FP positional) phrase

TABLE 5
The Prevalence of Different Ellipsis in Comments

for Different Code Structures

Code Structure Ellipsis Type Number Rate

All Comments

None Ellipsis 118,436 16.4%
Ellipsis of Subject 307,160 42.5%
Ellipsis of Object 237,187 32.8%
Ellipsis of Predicate 59,565 8.3%
All 722,348 100%

If-Else Branch

None Ellipsis 34,859 21.4%
Ellipsis of Subject 55,888 34.3%
Ellipsis of Object 63,738 39.1%
Ellipsis of Predicate 8,548 5.2%
All 163,033 100%

For-While Loop

None Ellipsis 6,164 14.3%
Ellipsis of Subject 21,180 49.3%
Ellipsis of Object 12,183 28.3%
Ellipsis of Predicate 3,473 8.1%
All 43,000 100%

Try-Throw Exception

None Ellipsis 10,795 17.9%
Ellipsis of Subject 21,237 35.1%
Ellipsis of Object 22,793 37.7%
Ellipsis of Predicate 5,619 9.3%
All 60,444 100%

Single Statements

None Ellipsis 66,618 14.6%
Ellipsis of Subject 208,855 45.8%
Ellipsis of Object 138,473 30.4%
Ellipsis of Predicate 41,925 9.2%
All 455,871 100%
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conducive to code understanding activities than comments
with ellipsis to a medium degree.

� For the data with and without ellipsis, 16.1% of data
(124/768) are scored as completely unable (score 1)
and basically unable (score 2) to help code under-
standing activities. We further analyze this part of
data and find that 4.8% (37/768) of them have incon-
sistency between code and comments. This indicates
that the inconsistency between code and comment would
result in lower scores regardless of whether this part of
data contains ellipsis or not.

Finding 2. Inline comments without syntactic structure
ellipsis are more helpful in assisting code understanding
activities than those comments with syntactic structure
ellipsis, with a medium effect size.

5 EXPERIMENTAL RESULTS OF ELLIPSIS

COMPLETION AND EVALUATION

5.1 RQ3: Completion of Structure Ellipsis of Inline
Comments

We totally obtain 65,254 pairs of<InlineComment, Code>,
with whose inline comments having no syntactic structures
ellipsis (working as the ground truth in model building and
testing) according to the data set construction approach men-
tioned in Section 3.2.1. Based on the data set, we build the
three model introduced in Section 3.2.2. Table 6 shows the
performance of the completionmodels.We could find that:

� Among three models, for exact word completion
(i.e., precisely predicting the words that are masked
from the ground truth), CodeBERT achieves the best
results in complementing subject, predicate, and
object ellipsis, with 62.5%, 61.0%, and 65.3% in preci-
sion, respectively.

� LSTM and Transformer perform better in subject
completion while CodeBERT performs more effec-
tively in object completion in terms of precision
results. By analyzing our data set, we find that sub-
jects tend to contain more common words, such as
“the code”, “this user”, and “the task”, while objects
tend to contain more words related to code snippets.

The generalizability of LSTM and Transformer used
in various applications and the specificity of Code-
BERT in code related tasks may be a potential reason
for the performance difference of the three models in
comment completion tasks.

� The precision of predicate completion is the lowest
among three models, which indicates that the predi-
cate structure is the most difficult to be predicated
among the three structures.

� The recalls of three models are relatively lower com-
pared to the precision. The not-so-high values of
Recall are within our expectation, as predicting the
original masked subject/predicate/object words is a
strong constraint (even a simple lexical gap problem
that two words expressing the same meaning would
negatively affect the performance values).

Finding 3. Our neural network based ellipsis completion
model could achieve a precision of 62.5%, 61.0%, and
65.3% in completing the exact missing subject/predi-
cate/object words.

5.2 RQ4: Evaluation on Facilitating Code
Understandability

Based on the method in Section 3.2.4, the results could be
obtained as follows.

5.2.1 Code Understandability Based on User Study

As mentioned in Section 3.2.4, we randomly select 384
pieces of comment-code data (with 245 pieces being cor-
rectly completed and 139 pieces incorrectly completed).
Then we design a questionnaire and distribute it to 32
participants.

By collecting answers to demographic questions, we find
that: (1) Among the 32 participants, 21.9% of them are grad-
uate students and 78.1% are industry developers; (2) 65.6%
of participants’ main role is development; (3) 84.4% of par-
ticipants have advanced degrees (e.g., Master, Ph.D.); (4)
The participants have different expertise in software devel-
opment: 21.9% of the participants have > 7 years of soft-
ware development experience, and 59.4% have > 4 years of
experience; (5) The ratio of developers who mostly spent

Fig. 7. The distribution of Likert scores of manual inspection on the
helpfulness of comments in code understanding activities.

TABLE 6
The Performance of Our Ellipsis Completion

Model Based on Traditional Metrics

Model Metrics Subject Predicate Object

LSTM Precision 45.5% 44.8% 41.5%
Recall 28.9% 26.5% 28.9%
F1-score 35.4% 33.3% 34.1%

Transformer Precision 47.1% 40.3% 43.8%
Recall 32.0% 35.2% 33.7%
F1-score 38.1% 37.6% 38.1%

CodeBERT Precision 62.5% 61.0% 65.3%
Recall 40.7% 45.3% 48.4%
F1-score 49.3% 52.0% 55.6%
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time on open source projects and closed source projects or
both of them are 9.4%, 53.1%, and 37.5%, respectively.

For ellipsis-related questions, Table 7 and Fig. 8 shows the
results of the difference in code understandability between
comments with correct and incorrect completion. By analyz-
ing the results, we have the following observations:

� The mean value of Likert Scores gets improved for
comments with correct completion (increased by 1.0
with a medium difference effect size based on Cliff’s
delta). There is also an improvement for comments
with incorrect completion (increased by 0.48 with a
small difference effect size). To get deeper insights
into this observation, we provide possible explana-
tions in the next paragraph. From a statistical per-

spective, comments with correct ellipsis completion can
help developers better in code understanding activities.

� The mean value of the correctly complemented pred-
icate and object gets larger improvement (increased
by 1.07 and 1.11, which is higher than 1.0 of all data),
and the mean value of the correctly complemented
subject gets an improvement of 0.82. This indicates
that comments with correct predicate and object structure
ellipsis completion could help developers better in code
understanding.

� The proportion of 5 in the Likert Scores increases sig-
nificantly (46.9% of total data) for comments with
correct completion, according to the increasing trend
in Fig. 8. For comments with incorrect completion,
the proportion of 5 also increased, but not as signifi-
cant as those comments with correct completion.
This also indicates that comments after correctly com-
pleting the ellipsis are more helpful in code understanding
activities.

To understand why there is also an improvement for
comments with incorrect completion, we manually review
all data that have been incorrectly completed to find possi-
ble reasons. Our findings are as follows:

� Participants give relatively high scores to the com-
ments with incorrect completion when it is a syno-
nym or a full extension of the ground truth (e.g., the
model predicated word “Variable” is a full extension
of the ground truth “Val”), or when it was a relevant
word selected from the code snippet (but didn’t hit
ground truth).

TABLE 7
The Likert Rating Results on the Helpfulness of Comments in Code Understandability by Developers

Fig. 8. The Likert rating results of the user study on the helpfulness of
comments in code understandability.
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� Developers may naturally think that comment sen-
tences with complete syntactic structure and conform
to linguistic syntactic norms are easier to understand,
regardless of whether the comments are completed
correctly or not.

Finding 4. The completion of comments with ellipsis (espe-
cially correct completion) could improve the code under-
standability in amedium effect size.

5.3 RQ4: Evaluation on Facilitating Code
Abbreviation Extension Work

We select the code abbreviation extension algorithm Linsen
[29] for evaluation because it is accurate and well known,
representing the state-of-the-art. After applying Linsen, we
obtain 1,358 code abbreviations. We manually review all
abbreviations to filter out those for which we could not find
the corresponding expansions; and finally obtain a total of
378 abbreviations for expansion (as the ground truth). Table 8
shows the expansion results of Linsen towards 378 abbrevia-
tions based on inline comments before and after syntactic
structure completion. From the table, we have the following
observations. Note that, since Linsen only considered the
precision performance metric, in this study, we also only
consider the precision when studying how comment ellipsis
completion could improve the performance of Linsen.

� The precision of abbreviation extension after subject
completion increases from 65.3% to 70.3%, with an
increase of 7.7% (ð70:3� 65:3Þ=65:3); and the preci-
sion value after object structure completion increases
from 65.5% to 72.4%, with a higher increase of 10.5%.
This indicates that object structures contain more words
related to code abbreviation.

� The precision of abbreviation extension does not get
improved (almost keep the same actually) after predi-
cate completion compared to that of subject/object
completion. One reason for such a difference may be
that themissing subject/object in a comment is usually
a noun, gerund, etc., and usually refers to variables/

identifiers in the code while the predicate usually
refers to the action word in the code, and generally is
not abbreviated by developers; variables/identifiers
are more likely to be shortened as an abbreviation and
hence subject/object completion is more helpful for code
abbreviation extension.

The above analysis is on all comments without distin-
guishing comments with correct or incorrect ellipsis com-
pletion. We further apply Linsen on comments with correct
ellipsis completions to better understand how comment
ellipsis completion could facilitate the code abbreviation
task under an ideal situation. The results are shown in rows
11-18 (Correctly Completed) in Table 8. From Table 8, we
have the following observations:

� The precision is greatly improved for correctly com-
pleted comments. After completing the subject struc-
ture, the precision is improved from 62.1% to 71.2%,
with an increase of 14.7%. After completing the object
structure, the precision is improved from 66.7% to
77.1%, with an increase of 15.6%. This also indicates
that object structures contain more words related to code
abbreviation.

� The precision of all 224 code abbreviations is
improved by 11.3% on average (from 63.8% to 71.0%).
There is an 4.8% (11:3%� 6:5%) increase over all
data, indicating that a noticeable improvement could be
achieved in the extension of code abbreviation after cor-
rectly ellipsis completions.

Finding 5. On the whole, the completion of comment
ellipsis could improve the precision of code abbreviation
extension by 6.5%. And inline commentswith correct com-
pletions could largely improve the precision by 11.3%.

6 DISCUSSION

6.1 Implications for Researchers, Practitioners, and
Tool Providers

Implications for Researchers. First, the exploration of different
types of syntactic structures ellipsis would provide foresight

TABLE 8
The Performance of Code Abbreviation Extension Based on Inline Comments Before and After Ellipsis Completion
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in the quality of software documentation. This is indicated
by the result that correct completion of the ellipsis in com-
ments could improve code understandabilitywith amedium
effect size (Finding 4). In the future, it would be interesting to
explore other types of syntactic structure, such as comple-
ments (complements are also a component of sentence struc-
ture, which plays an important role in specific situations).
The ellipsis of Javadoc may be worthy to explore in the
future. The result of our preliminary exploration indicates
that Javadoc has 28.5% pairs of data without structure ellip-
sis and the distribution and completion of types of ellipsis
could be further explored. In addition,we build threemodels
to complete the ellipsis in inline comments and achieved a
precision of 65.3% (Finding 3), more advanced methods are
expected to further improve the performance.

Second, Inline comments show great potential in the field
of code abbreviation extension. Precision of the code abbre-
viation extension task could be improved by 11.3% in our
research if the inline comments are correctly completed
(Finding 5). It would be valuable to explore whether inline
comments with ellipsis being completed would facilitate
other code/comment related tasks in the future.

Third, the inconsistency of inline comments and code are
also worth exploring, with 4.8% of inline comments in our
initial review being nearly unable to help code understand-
ing activity (results in Section 4.2), which indicates that the
developer may neglect to make changes to the comments
when conducting the code change activity, resulting in out-
dated comments.

Implications for Practitioners. As a important component of
software document, comments are always essential for soft-
ware comprehension and maintenance. Therefore, first, in
programming activities, developers may need to be more
patient when writing inline comments. This is indicates by
the result that 83.6% of inline comments contain ellipsis and
subject and object ellipsis is the most common (Finding 1).

Second, in code understanding activities, developers
may need to spend more effort on the inline comments that
with ellipsis. This is indicates by the result that comments
without ellipsis are more helpful in assisting code under-
standing activities with a medium effect size ( Finding 2). In
addition, in 8.2% of the method (from 1,000 Java projects),
developers can only use inline comments to conduct code
understanding activity, which indicates that inline com-
ments also play an important role.

Implications for Tool Developers. This work can motivate
tool developers to develop some IDE plugins that can pro-
vide timely feedback once a developer finishes writing a
comment, e.g., by suggesting possible missing content. Such
feedback can work as an assistant for developers to improve
their code/comment understandability and facilitate code/
comment related tasks such as identifier abbreviation exten-
sions (in case they use extension tools). This is indicated by
our results that the completion of inline comments with
ellipsis can improve the corresponding code’s understand-
ability in a medium size (Finding 4) and can improve the
precision of code abbreviation extension (Finding 5).

6.2 Validity Discussion

Threats to Construct Validity. In the dataset construction
(Section 3.1.1), we use some heuristic rules to associate

comments with code like [39]. Despite that we obtained an
accuracy of 95% in our case (sampled data with a confidence
level of 95% and a sampling error range of �5%). We cannot
guarantee that these heuristic rules could always obtain
such an or even higher accuracy in any case.

Moreover, in the evaluation on facilitating code abbrevia-
tion extension part (Section 5.3), we need to replicate the
comment-assist abbreviation extension technique Linsen.
Since the code of Linsen is not open-sourced, we cannot
guarantee that our implementation is 100% correct. To alle-
viate this threat, we have done several code reviews about
the implementation.

Threats to Internal Validity. In the analysis of the potential
impact of ellipsis on code understandability (Section 4.2),
we directly use the original comments sampled from our
datasets. These inline comments may not evolve with code,
which leads to outdated inline comments that negatively
impact code understanding. Completing the structure ellip-
sis for these outdated inline comments may not be so useful
in practice. A more practical way may be to use several
state-of-the-art techniques in identifying and correcting
such inconsistencies first (such as [58], [59], [60], [61]), and
then applying our ellipsis completion approach.

Threats to External Validity. In the evaluation on facilitat-
ing code understandability part (Section 5.2.1), we conduct
a user study to evaluate whether comment ellipsis comple-
tion could improve code understandability. There are
totally of 32 developers participating in our user study,
which is not an extremely large number. Therefore, we can-
not guarantee that our findings obtained by the user study
could be generalized to all software developers. However,
the participants of this study have different educational
qualifications, experience levels, and contribute to various
projects (i.e., open-source and closed-source projects). Such
diversity in backgrounds could make us believe that our
survey results still provided valuable insights into the use-
fulness of our ellipsis completion task.

Another threat is that all our experiments are conducted
on only open source Java projects. We cannot guarantee
that our conclusions are applicable to industrial or projects
in other programming languages. Considering that Java is
widely used by developers in developing software projects
[40], [62], [63] and all experimental projects are popular and
mature projects, we believe that our findings could still pro-
vide insights into the syntactic structure ellipsis problem of
inline comments.

Threats to Conclusion Validity. In this study, we per-
form three types of manual reviews separately in (1)
checking the validity of our heuristic rules in associating
code with comments (Section 3.1.1), (2) evaluating the
impact of ellipsis on code understandability (Section 4.2),
and (3) constructing code abbreviation dataset for evalua-
tion experiments (Section 5.3). All participants evolved in
manual reviews are not the owners (developers) of the
code, we cannot guarantee that all judgments made by
the participants are correct. In order to reduce these
biases, we cross-checked the data by one Ph.D., one Ph.D.
candidate, and one graduate student (non-author pro-
grammer) and solved disagreements through discussions.

In the evaluations on facilitating code understandability
(Section 4.2) and code abbreviation extension (Section 5.2),
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we conduct some statistical tests to check whether our
results have statistically significance. These tests require
that our datasets meet certain distribution assumptions
(e.g., normal distribution or not). Despite we have verified
that our datasets meet the requirements before applying the
tests, we cannot claim more than what these tests tell us, not
to mention generalize them to other scenarios.

7 RELATED WORK

Relevant research work could be roughly divided into two
categories, namely comment quality analysis, and comment
classification.

7.1 Comment Quality Analysis

Existing studies on quality analysis of code comments
mainly focus on analyzing the density of comments, the cor-
relation between comments and code, and the evolution of
comments and code [23], [61], [64], [65], [66], [67]. Arafat
et al. [68] used the metric of comment density and found
that commenting source code was an ongoing and inte-
grated practice, independent of the chosen programming
language, the age of project, team size and project size.
McBurney et al. [64] found that comments written by subse-
quent developers had a higher semantic similarity than
those by the original developers. Padioleau et al. [35] stud-
ied the programming comments from the latest versions of
Linux, FreeBSD, and OpenSolaris. They found that approxi-
mately 52.6% of comments could improve software reliabil-
ity or programmer productivity. Shinyama et al. [62]
presented a framework for analyzing comments in detail.
They discussed the extent, target and category of comments
in both Java and Python projects, and validated there is a
universal “grammar” for code comments.

The relevance and consistency of comments and their
corresponding code were also taken into consideration by
researchers. Rabbi et al. [58] used a recurrent network to
detect inconsistency between comment and code. They [59]
also proposed an ensemble approach to detect code com-
ment inconsistency by using topic modeling. Stulova et al.
[60] proposed a technique, named upDoc, to automatically
detect code comment inconsistency during code evolution.
Khamis et al. [61] designed JavaDocMiner to automatic
evaluate comment quality by analyzing the consistency rela-
tionship between comments and code.

Many researchers focused on how code and comments
changed during software evolution. Wen [69] found that
making changes to different types of code had different
probabilities in triggering an update of comments. Ratol
[36] took comments corresponding to code entities in Java
code as fragile comments and proposed a rule-based
method Fraco to detect such comments.

There have been a number of studies on detection or
management of technical debt comments [70], [71] or self-
admitted technical debt [72]. Nie et al. [73] presented the
first framework to specify trigger-action todo comments
to benefit the code comprehension and maintenance.

The abovementioned studies considered comment qual-
ity mainly from comment density and the evolution of com-
ment with related code. It would be valuable for future
studies to consider comment quality from the syntactic

structure view for example by taking syntactic ellipsis as a
comment quality measurement metric. This may be action-
able as our study have revealed that syntactic ellipsis of
comments would negatively affect code/comment related
tasks such code/comment comprehension.

7.2 Comment Classification

Classifying comments can help us better understand the
performance of comments under different categories. At
present, there is no unified standard for the classification of
comments. Haouari et al. [74] conducted an empirical study
by analyzing existing comments in different open source
Java projects from both quantitative and qualitative views.
They defined thirteen categories from four dimensions and
found that comments are intended to explain the code that
follows them in most cases. They aimed to study the devel-
opers’ habit of writing comments by proposing this taxon-
omy of comments.

Padioleau et al. [35] mainly studied comments from the
perspectives of What, Who, Where, and When. Martin et al.
[75] studied the classification of API documents. Steidl et al.
[76] defined a preliminary taxonomy of comments compris-
ing seven high-level categories. Pascarella and Bacchelli [40]
studied the comments of six open source Java projects, clas-
sified the comments into a hierarchy of six categories and
sixteen subcategories, and used machine learning methods
to automatically classify code comments. Zhai et al. [34]
treated comments as related attributes of code entities, and
classified them at a fine granularity from different code per-
spectives. Chen et al. [17] classified the comments into types
such as What, Why, and How-to-use.

Several studies analyzed types of self-admitted technical
debt described in comments [71], [77], [78], [79], [80]. Ying
et al. [81] attempted to explore the types of todo comments
or task comments and presented a categorization of Eclipse
task comments on the AWB codebase.

The abovementioned studies mainly classify comments
based on their ability in describing code. It is worth research
efforts to classify comments based on their syntactic struc-
ture characteristics. In addition, existing studies mainly tar-
get at JavaDoc comments, with paying little attention to
inline comments. Given that inline comments play an
important role in code understanding and its substantial
format difference with JavaDoc (Inline comments are writ-
ten in a more casual way by developers than JavaDoc com-
ments), it would be valuable to develop new classification
methods for inline comments.

8 CONCLUSION

In this article, we conducted the first large-scale empirical
study of inline comments from the syntactic structure ellip-
sis perspective. We collected a large data set of inline com-
ments with their corresponding code in Java projects. Based
on the large data set, we analyzed the syntactic structure of
comments, and identified the types of syntactic structure
ellipsis of inline comments. Then, we uncovered the preva-
lence of syntactic structure ellipsis in inline comments and
analyzed the impact of ellipsis on the code understanding
activities. Our research indicated that when considering
the context of the code, comments with ellipsis would
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negatively affect (with a medium effect size) the code/com-
ment understanding activities. Last, we tried to complete the
syntactic structure ellipsis of inline comments by building
neural networkmodel and demonstrated the effectiveness of
our completion approach in facilitating code understanding
and code abbreviation expansion tasks. In terms of code
understanding activities, the results of our user study
showed that comments that correctly completed the syntac-
tic structure could assist code understanding activities to a
medium degree. As for code abbreviation expansion task,
we found that the completion of inline comments with syn-
tactic structure ellipsis could improve the precision of gen-
eral code abbreviation expansion technique by 11.3%. Our
explorations are expected to facilitate the research on code
comments and comments-related software tasks.
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